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Setup: 2013 Moto X. Chrome Canary (44.0.2384.0). On wifi.

We are evaluating the site using RAIL as a model for best user experience performance.
More details on RAIL: How Users Perceive the Speed of The Web

Scenarios investigated
Scenario: Loading the homepage. Empty cache.
Scenario: Loading a product page. Empty cache.
Scenario: Scrolling the homepage.
Scenario: Tapping on the hamburger menu.
Scenario: Add item to the cart.

https://docs.google.com/presentation/d/1AwT2vVHzzlsIxEUS-z769awGa-hiHTwR0iWrkeX49Fk/edit?pli=1#slide=id.g6f0232e78_056


Scenario: Loading the homepage. Empty cache.

Goal: Ready to use in 1000ms
Result: Ready to use in 3200ms

Initial Render
We get an initial render after 1.12s. This is on Wifi.

These are all the render blocking requests sitting between the request and the first paint:

The first request (for the HTML) is is within expected bounds.



112ms of waiting is a little long, indicating the backend serving HTML probably has a few more caching opportunities. Compare it to the waiting of the
static requests.

But after the HTML we immediately have 7 new render blocking requests.

They come from a new domain so we have a fresh DNS lookup, which is what the big green delay on these are:

Had all of this CSS and JS been two requests instead of 7, I would expect them to complete maybe 30-40% faster. Taking the first paint from 1120ms to
about 1020ms.

The big issue here is that require new assets to render a first paint. jQuery and jQuery UI are not required to be executed before the user sees pixels.

The CSS is scoped to just “homepage.css”, which is excellent. This should be included inline in the HTML, following critical path guidelines.
https://developers.google.com/speed/docs/insights/OptimizeCSSDelivery

Visually complete
While the user gets some green boxes at 1120ms in, they don’t get text and our hero image until 3400ms.

https://developers.google.com/speed/docs/insights/OptimizeCSSDelivery


Here’s the full waterfall with filmstrip. Explanation below





The visual complete paint comes between the blue & red lines, which is significantly later than when most of the network activity finished.

Why?

The first clue is globalDeferredMobile.js being one of those late requests.

And why is it requested so late, and delaying our paint?
To answer that we go to the Timeline.





Zoom in a bit and focus on those late requests.
1. the pencilbanner JSONP request. Pretty harmless.
2. globalDeferredMobile.js

It was requested during a pretty massive handler for document ready -- almost 1000ms in total.



We can find the request in the source:

It’s unclear to me if globalDeferredMobile.js is required for finishing the rendering of the homepage.
● If it is required: It’s request doesn't’ start until ⅔ of the way through the DOMContentLoaded (DCL) handler, but more importantly… If this file

is required for the first view, it should be started WAY before DCL, because at this point we’re already 2600ms after the page was requested.
● If it’s not required: Requesting in DCL is fine, you may even want to delay until window.load, as things are still fairly busy.

Of all the images to be downloaded, most of them are decoded before our hero image.



However it was the first image to be downloaded.

Very curious.
Something to investigate.

Scenario: Loading a product page. Empty cache.

Goal: Ready to use in 1000ms
Result: Ready to use in 5000ms

The display of the primary product image is massively delayed. Initial render in under a second but takes 5 more to get the product up.

What’s happening in those 5 seconds?



What do we see?
● 1.5s of it is angular booting up
● .7s of it is the init() stuff for cafepress
● Then another 1s of it is handling the product details in JS and doing clientside templating.

Ideally the product page wouldn't rely on javascript to render its first view. Perhaps explore serverside rendering.



Removing angular, handlebars and relying on the HTML to render the view would reduce 5000ms to ~2200ms.

Scenario: Scrolling the homepage.

Goal: 60fps scrolling
Result: ~60fps scrolling.
Looks good!

Scenario: Tapping on the hamburger menu.

Goal: Tap to paint is < 100ms
Result: Tap to paint is ~ 80ms
Tapping on the hamburger menu.



Seems good!

Scenario: Add item to the cart.
Adding an item to the cart does an animation to place it in the topnav cart icon.
We will break it into two parts, the initial response and the subsequent animation.

Goal: Tap to paint is < 100ms, then 60fps animation thereafter



Result: Tap to paint is ~ 180ms, then~33fps animation.

The addToCart takes 180ms. No low-hanging fruit, just a lot of work that happens before anything is shown to the user:



After that we animate the product across the screen.

The bottom gray bar is 60fps and we’re rarely hitting it. We’re missing the frame budget mostly due to heavy painting.



In addToCartFunction we can see why:

The product is animated using left/top which causes paint storms. It should animate using transforms instead. High Performance Animations - HTML5
Rocks
Additionally, jQuery should not be used for this animation, and it should be set up using CSS transitions

Cafepress inights
● Critical path CSS for a quick first paint.
● Defer homepage JS to bottom of <body>. Put [async] on them.
● Explore why the hero image of the homepage carousel is decoded so late.
● Explore serverside rendering to get rid of depending on JS & Handlebars to render product page
● Don’t use jQuery for animation, use CSS transitions.
● Animate transforms and never top/left
● Consider deferring some addToCartLogic until later, so the feedback can begin sooner.

http://www.html5rocks.com/en/tutorials/speed/high-performance-animations/
http://www.html5rocks.com/en/tutorials/speed/high-performance-animations/


Blink insights
● Investigate why homepage hero image is decoded so late
● Natural animations ftw!
● Some decodes were massively descheduled. This is a two-core phone. Anything we can do there?


