
Implementing an Automatic URL Title 
Fetching Utility 
 

Introduction: Enhancing User Experience with Dynamic Link Titles 
In any digital workspace, resource lists, or knowledge bases, we often encounter raw, 
uninformative URLs. These links force users to click blindly, disrupting their workflow and 
diminishing the clarity of the information presented. This implementation guide provides a 
strategic solution to this common problem. We will walk through the creation of a utility that 
automatically fetches the title of any given URL and displays it dynamically, transforming a 
simple list of links into a rich, user-friendly resource. 

This guide is structured as a step-by-step process. We will begin by laying the foundational 
HTML structure, apply visual polish with CSS, and then dive deep into the core JavaScript 
logic that powers the title-fetching mechanism. Finally, we will explore advanced features 
for creating a resilient, production-grade solution and cover essential security and 
compatibility best practices. 

1. Foundational Setup: HTML Structure 
A clean and semantic HTML structure is the essential foundation upon which we will build 
our dynamic functionality. The structure outlined below is intentionally simple, designed to 
be easily targeted by CSS for styling and, more importantly, by JavaScript for 
manipulation. Each element has a clear purpose, ensuring our script can reliably identify 
and update the correct components. 

Here is the complete HTML structure for our link list: 

<ol class="link-list"> 
    <li class="link-item"> 
        <a 
href="https://www.zdnet.com/article/why-im-switching-to-vs-code-hint-its-all-about-ai-tool-integration/">https:/
/www.zdnet.com/article/why-im-switching-to-vs-code-hint-its-all-about-ai-tool-integration/</a> 
        <span class="link-title" id="title-1">Loading title...</span> 
    </li> 
    <!-- Add more link items as needed --> 
</ol> 

The key components of this structure are broken down below: 

Element/Class Purpose 

ol.link-list The main container for our links. Using an ordered list (<ol>) 
provides semantic meaning and default numbering. 

li.link-item A list item that acts as a container for each individual link and its 
corresponding title. This helps in styling and targeting each entry 



as a distinct block. 

a The anchor tag (<a>) which holds the raw URL in its href attribute. 
This is the source URL our script will use to fetch the page title. 

span.link-title 

The designated element where the fetched title will be displayed. It 
initially contains a "Loading title..." message to inform the user that 
a process is underway. Its unique id (e.g., title-1) is 
programmatically constructed by our JavaScript based on the link's 
position in the list, allowing the script to precisely target and 
update this specific element with the correct title. 

With this solid HTML foundation in place, our next step is to apply visual styles to create a 
clean and intuitive user interface. 

2. Visual Polish: CSS Styling 
The role of CSS in this implementation goes beyond simple aesthetics. It provides a clean, 
readable interface that organizes the information and, critically, offers visual feedback to 
the user during the asynchronous title-fetching process. The styles ensure that the list is 
easy to scan and that users understand the status of each link title. 

body { 
    font-family: sans-serif; 
    line-height: 1.6; 
    padding: 20px; 
    background-color: #f4f4f4; 
    color: #333; 
} 
 
.link-list { 
    list-style-type: decimal; 
    padding-left: 20px; 
} 
 
.link-item { 
    background-color: #fff; 
    border-left: 4px solid #007bff; 
    padding: 10px 15px; 
    margin-bottom: 10px; 
    display: flex; 
    flex-direction: column; 
} 
 
.link-item a { 
    color: #0056b3; 
    text-decoration: none; 
    word-break: break-all; 
} 
 
.link-item a:hover { 
    text-decoration: underline; 
} 
 
.link-title { 



    display: block; 
    font-style: italic; 
    color: #555; 
    margin-top: 5px; 
} 
 
.loading { 
    color: #888; 
} 

Let's deconstruct the key CSS rules and their impact on the user experience: 

●​ .link-list: This class is styled to create a properly indented, numbered list, leveraging 
the natural behavior of the <ol> element for clear organization. 

●​ .link-item: This class adds visual separation and structure to each entry. Applying 
properties like a left border and a subtle background color helps to group the link 
and its title together, making the list easier to read. 

●​ .link-item a: The anchor tags are styled for maximum readability. This involves 
setting a distinct color and removing the default underline to maintain a clean look. 

●​ .link-title: The fetched title is formatted to distinguish it from the URL itself. Using 
italics and a different color helps it stand out as descriptive metadata. 

●​ .loading: This class is crucial for user experience. It provides clear visual 
feedback—in this case, by graying out the text—to indicate that the title for a 
specific link is actively being fetched. This state is removed once the operation 
completes. 

With the structure and styling defined, we can now implement the core logic that brings 
this functionality to life. 

3. Core Functionality: JavaScript Implementation 
This section deconstructs the JavaScript that powers our automatic title-fetching utility. We 
will explore the entire process, from making asynchronous web requests to retrieve a 
webpage's HTML, to parsing that response to find the title, and finally, to safely updating 
our webpage to display the result. 

3.1 The fetchTitle Function: The Heart of the Operation 
The fetchTitle function is the core engine of our solution. It is an async function designed to 
handle a single URL, fetch its content, extract the title, and update the corresponding 
element in the DOM. 

async function fetchTitle(url, elementId) { 
    try { 
        // Use a CORS proxy to avoid cross-origin issues 
        const proxyUrl = 'https://api.allorigins.win/raw?url='; 
        const response = await fetch(proxyUrl + encodeURIComponent(url)); 
        const text = await response.text(); 
 
        // Extract title from HTML using a regular expression 
        const titleMatch = text.match(/<title>(.*?)<\/title>/i); 
 
        if (titleMatch && titleMatch[1]) { 



            const title = titleMatch[1].trim(); 
            document.getElementById(elementId).textContent = title; 
        } else { 
            document.getElementById(elementId).textContent = 'Title not found'; 
        } 
    } catch (error) { 
        console.error('Error fetching title for ' + url + ':', error); 
        document.getElementById(elementId).textContent = 'Error loading title'; 
    } finally { 
        // Ensure the loading class is removed in all cases 
        document.getElementById(elementId).classList.remove('loading'); 
    } 
} 

Let's deconstruct this function to understand its strategic components: 

1.​Asynchronous Execution (async/await): The function is declared as async, which 
allows us to use the await keyword. This is essential for handling network requests, 
which are asynchronous by nature. Using await fetch(...) pauses the function's 
execution until the network request completes, making the code appear 
synchronous and much easier to read and maintain than traditional promise-based 
.then() chains. 

2.​Bypassing Browser Security with a CORS Proxy: A fundamental security feature 
of web browsers is Cross-Origin Resource Sharing (CORS), which prevents a 
script on one domain from making requests to another domain. To circumvent this 
restriction, we use a CORS proxy (https://api.allorigins.win/raw?url=). Our script 
sends the request to the proxy, which then fetches the content from the target URL 
on our behalf and returns it. The encodeURIComponent() function ensures that any 
special characters in the URL are properly encoded for the proxy request. 

3.​Parsing HTML with Regular Expressions: Once the raw HTML is retrieved as text 
using response.text(), we need to extract the title. The regular expression 
/<title>(.*?)<\/title>/i is used for this purpose. 

●​ <title> and <\/title>: Match the opening and closing <title> tags. 
●​ (.*?): This is a non-greedy capturing group that matches and captures any 

characters found between the title tags. 
●​ i: This flag makes the regular expression case-insensitive. 

4.​Safely Updating the DOM: After a successful match (titleMatch && titleMatch[1]), 
we update the webpage. Critically, we use element.textContent = title instead of 
element.innerHTML. This is a vital security measure that prevents Cross-Site 
Scripting (XSS) attacks. By setting textContent, the browser treats the fetched title 
purely as text, automatically escaping any potentially malicious HTML or script tags 
it might contain. 

5.​Robust Error Handling: The entire operation is wrapped in a try...catch...finally 
block. The try...catch ensures that any network failures or parsing errors are 
handled gracefully. If an error occurs, a user-friendly message ("Error loading title") 
is displayed on the page, and the technical details are logged to the developer 
console for debugging. The finally block guarantees that the .loading class is 
removed from the element, ensuring the UI is cleaned up regardless of whether the 



operation succeeded or failed. This is a more robust pattern than duplicating the 
cleanup code in both the try and catch blocks. 

3.2 Initialization and Execution 
With the core function defined, we need a mechanism to trigger it for every link on the 
page once the document is ready. 

document.addEventListener('DOMContentLoaded', function() { 
    const links = document.querySelectorAll('.link-item a'); 
    links.forEach((link, index) => { 
        // Add a delay to avoid overwhelming the proxy server 
        setTimeout(() => { 
            fetchTitle(link.href, 'title-' + (index + 1)); 
        }, index * 500); // 500ms delay between requests 
    }); 
}); 

This initialization script contains three key components: 

●​ DOMContentLoaded: This event listener is a web development best practice. It 
ensures that the script only executes after the entire HTML document has been 
loaded and parsed, preventing errors that could arise from trying to find elements 
that don't exist yet. 

●​ querySelectorAll('.link-item a'): This selector efficiently gathers a list of all the anchor 
(<a>) elements within our .link-item containers that need to be processed. 

●​ Throttled Requests with setTimeout: Making dozens of network requests 
simultaneously can overwhelm the CORS proxy service, leading to failed requests 
or temporary IP blocks. To prevent this, we throttle our requests. The index * 500 
calculation inside the setTimeout function creates a staggered, 500-millisecond 
delay between each API call. The first request fires immediately (0ms), the second 
after 500ms, the third after 1000ms, and so on, ensuring stable and reliable 
execution. 

Now that the core logic is in place, we can explore advanced enhancements to build a 
more resilient, production-grade solution. 

4. Advanced Implementation: Building a Resilient 
Solution 
While the core script is functional, a professional-grade implementation demands greater 
resilience to handle large data sets and network instability. This section covers 
enhancements that elevate our utility from a simple tool to a robust and scalable solution. 

4.1 Performance Optimization: Batch Processing 
For very large link lists (hundreds or thousands of URLs), simple throttling may not be 
enough. Batch processing groups requests into small chunks with a more significant delay 
between each batch, further reducing server load and improving stability. 

const BATCH_SIZE = 5; 
const DELAY_BETWEEN_BATCHES = 2000; // 2 seconds 



 
links.forEach((link, index) => { 
    const batchIndex = Math.floor(index / BATCH_SIZE); 
    const delay = batchIndex * DELAY_BETWEEN_BATCHES + (index % BATCH_SIZE) * 500; 
    setTimeout(() => { 
        fetchTitle(link.href, 'title-' + (index + 1)); 
    }, delay); 
}); 

This logic is more sophisticated than simple throttling. It combines two types of delays for 
maximum efficiency and server-friendliness. The (index % BATCH_SIZE) * 500 calculation 
creates a short, 500ms intra-batch stagger for requests within a batch of five. The 
batchIndex * DELAY_BETWEEN_BATCHES calculation introduces a longer, 2-second 
inter-batch delay between each complete batch. This creates a highly efficient processing 
queue that is respectful of the proxy's resources. 

4.2 Error Recovery: Retry Logic and Proxy Fallbacks 
Transient network errors are common. Instead of failing on the first attempt, we can build 
retry logic to make our function more resilient. 

async function fetchTitleWithRetry(url, elementId, retries = 3) { 
    try { 
        // ... existing fetch logic from the fetchTitle function 
    } catch (error) { 
        if (retries > 0) { 
            console.log(`Retrying... ${retries} attempts remaining for ${url}`); 
            setTimeout(() => { 
                fetchTitleWithRetry(url, elementId, retries - 1); 
            }, 1000); // Wait 1 second before retrying 
        } else { 
            // ... existing error handling logic 
        } 
    } 
} 

This enhanced function will automatically retry a failed request up to three times, 
significantly increasing the chances of success in cases of temporary network issues. 

Furthermore, since public CORS proxies can sometimes be unreliable or go offline, 
implementing a fallback system can dramatically increase the application's uptime. 

const PROXIES = [ 
    'https://api.allorigins.win/raw?url=', 
    'https://corsproxy.io/?' 
    // Add other reliable proxies here 
]; 
 
async function fetchWithProxyFallback(url, proxyIndex = 0) { 
    if (proxyIndex >= PROXIES.length) { 
        throw new Error('All proxies failed.'); 
    } 
    try { 
        const response = await fetch(PROXIES[proxyIndex] + encodeURIComponent(url)); 
        if (!response.ok) throw new Error('Proxy request failed'); 
        return await response.text(); 
    } catch (error) { 



        console.warn(`Proxy ${PROXIES[proxyIndex]} failed. Trying next...`); 
        return fetchWithProxyFallback(url, proxyIndex + 1); 
    } 
} 

By integrating this fetchWithProxyFallback function into our main logic, the utility can 
automatically cycle through a list of proxies until it finds one that works, making the 
solution far more robust. 

5. Security and Compatibility Considerations 
Deploying any web solution requires a diligent focus on security and browser compatibility. 
This section consolidates the key best practices for implementing this title-fetching utility 
safely and ensuring it works for the widest possible audience. 

Security Best Practices 
1.​XSS Prevention: As previously mentioned, the use of element.textContent instead 

of element.innerHTML is the primary and most critical defense against Cross-Site 
Scripting (XSS) vulnerabilities. This ensures that any malicious code embedded in a 
fetched page title is rendered as harmless text rather than being executed by the 
browser. 

2.​Input Validation: Before processing, it is good practice to validate that the href 
attribute contains a well-formed URL. This can prevent unnecessary errors and 
potential abuse if the links are user-generated. 

3.​Rate Limiting: The built-in request throttling (setTimeout) is a simple but effective 
form of rate limiting. This politeness protocol prevents our script from being blocked 
by the proxy service for making too many requests in a short period. 

Browser Compatibility 
This solution relies on modern web technologies. It is compatible with all modern browsers 
that support the following features: 

●​ ES6+ JavaScript Features: This includes async/await and arrow functions (=>), 
which are standard in all major browsers today. 

●​ Fetch API: The fetch() method is the modern standard for making network 
requests. 

●​ CSS Grid/Flexbox: The layout techniques used for styling are based on modern 
CSS standards like Flexbox. 

For applications requiring support for older browsers like Internet Explorer, polyfills may be 
necessary to provide functional equivalents for the Fetch API, Promises, and other ES6 
features. 

6. Conclusion and Key Takeaways 
This implementation guide has walked through the creation of a powerful and practical 
utility that significantly enhances user experience by replacing raw URLs with their 



descriptive page titles. By building this solution, we have demonstrated several 
foundational concepts of professional web development. 

The key takeaways from this implementation include: 

1.​Asynchronous Programming: Mastering async/await to write clean, readable 
code that handles non-blocking operations like network requests. 

2.​DOM Manipulation: Dynamically and safely updating page content in response to 
external data, with a strong focus on security best practices. 

3.​Comprehensive Error Handling: Building robust applications that can gracefully 
manage network failures and unexpected data, providing clear feedback to both the 
user and the developer. 

4.​Performance Optimization: Implementing techniques like request throttling and 
batching to ensure stability and efficiency, especially when dealing with large 
datasets. 

5.​Cross-Origin Security: Understanding the browser's CORS policy and using 
standard techniques like proxies to work around its limitations securely. 

The skills and patterns demonstrated here are highly versatile. This utility can be adapted 
for a wide range of applications, including bookmark managers, internal knowledge bases, 
research tools, or any system that benefits from the automated extraction of metadata 
from web resources. 
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