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1. Setting up a blockchain dev environment

So far, you've had the experience of receiving, sending, and swapping ETH
and tokens on the Base chain. These are all real transactions, and they stay
on the Base chain forever. This production environment is called the mainnet,
where you have to pay for gas fees with the native token (ETH) for each
transaction. On the other hand, the blockchain used for service development
is called Testnet. It works exactly like the mainnet, but it has a separate native
token for the testnet, which is free to obtain. So developers don't have to worry
about paying gas fees to use the testnet. However, testnets can be shut down
at any time, so there is no guarantee that data will be stored permanently.
Therefore, it is common to use testnets when developing blockchain services.

Each chain has its own testnet. The testnet for the base chain is the Sepolia
Base chain. To develop on this testnet, you must first add the testnet to your
metamask wallet. Add a network in metamask based on the information
below: (Add a network manually)

e Network Name: Base Sepolia Testnet
RPC URL.: https://sepolia.base.org
Chain ID: 84532
Currency Symbol: ETH
Block Explorer: https://sepolia.basescan.org

The next step is to get ETH to use the testnet. All testnets offer the Faucet
service, which gives developers free tokens for testing. There are several sites
that offer faucet services, but we recommend Alchemy Faucet because it
doesn't require a login. Enter your address into the Faucet service and you'll
receive free test ETHSs. (it takes a little while to receive) Let's check the status
of your address in Basescan for Testnet.



https://docs.base.org/base-chain/tools/network-faucets
https://www.alchemy.com/faucets/base-sepolia
https://sepolia.basescan.org
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2. Developing smart contracts with the Solidity programming
language

Programs that run on a blockchain are called smart contracts. A smart
contract is a “contract that is represented in digital form, automatically
executed, and enforced,” a concept first proposed by Nick Szabo in 1994.
Once a record is made on a blockchain, it is stored forever and cannot be
tampered with. The same is true for programs. Once deployed on the
blockchain, they are executed forever and cannot be modified. Thus, they are
similar to legal contracts in the real world. Smart contracts have a number of
different characteristics from traditional programs.

e Cannot be modified/tampered with.

o Itis impossible to update the code itself. Therefore, if you want to
change the program, you need to deploy a new smart contract
instead of updating the existing smart contract.

o As long as the blockchain platform exists, the program exists
forever.

e It runs automatically and without permission.

o Anyone can access contracts, and if the conditions are met,
contracts are automatically executed.

o Sending a transaction is what triggers a contract.

e The code is transparent and public.

o The smart contract code is publicly available and the execution
history is transparent. (Block Explorer)

e The blockchain executes the contract without a central point.
(Decentralization)



o No separate server or cloud is required to execute contracts. The
entire blockchain network executes contracts.
e Secure but also vulnerable
o Blockchain's security makes it highly secure (unforgeable), but a
bug in the code can cause irreparable damage. (Unmodifiable)
o Because smart contract code is public, it's easy for hackers to
exploit vulnerabilities.

Solidity is the most popular programming language for developing smart
contracts on Ethereum-like blockchains. It is similar to JavaScript. You can
teach yourself the basics of Solidity at these sites

e 2023 Web3@KAIST lectures

e Crypto Zombie

e Speedrun Ethereum
e |earnWeb3
e Solidity Literacy (Korean)

3. Getting started programming Solidity with Remix

The best place to start programming in Solidity is with Remix.

e Remix https://remix.ethereum.orqg/

The Remix IDE is a web-based integrated development environment (IDE)
that helps you develop, deploy, and test Solidity smart contracts. It is a popular
tool for beginners and experienced developers alike because it works directly
in the browser without installation. The most important feature is that it has a
built-in blockchain virtual environment, so you can develop, run, and test
without using a real blockchain. Of course, Remix also provides an

environment to connect with a wallet to deploy and run on a real blockchain.

Let's write our first Solidity program using Remix. Go to File Explorer > Create
new file and create a file called SimpleStorage.sol and copy and paste the
code below. This code is a simple contract that calls the setValue() function to

change the value of the value variable. However, since the value is stored on


https://web3classdao.github.io/kaist2023/lectures/
https://cryptozombies.io/
https://speedrunethereum.com/
https://learnweb3.io/
https://www.youtube.com/playlist?list=PLOY0jYV3zWiElk6lAXhuyRJ8dMDqelU_r
https://remix.ethereum.org/

the blockchain, we need to make a transaction to execute it, which will change

the state of the blockchain.

SimpleStorage {

value;

setValue (

value = value;

getValue ()

value;

Once you've written your code, compile it on the Solidity compiler tab, making
sure that the compiler version on the tab matches the compiler version you
specified in your code. Once you have successfully compiled, you can now go
to the Deploy & run transactions tab to execute. Here we will deploy and run

the contract in the Remix VM environment.

4. Creating an ERC-20 standard token in Remix

This time, let's create a meaningful contract. In Ethereum, tokens mostly
follow a standard called ERC-20. In Ethereum, proposing a new technical
standard is called an EIP (Ethereum Improvement Proposal), and the smart

contract interface standard is called an ERC (Ethereum Request for



Comments). Among them, ERC-20 is the token (Fungible Token) interface

standard.

e EIP(Ethereum Improvement Proposal) https://eips.ethereum.org/
e ERC (Ethereum Request for Comments) https://eips.ethereum.org/erc
e ERC-20 https://eips.ethereum.org/EIPS/eip-20

By developing your contract to the ERC-20 standard, you can create tokens
that are recognized by wallets and exchanges. You can do this by

implementing functions to match the ERC-20 interface below.

interface IERC20 {

totalSupply ()

account)

transfer ( recipient, amount)

allowance (

spender amount
4

transferFrom ( sender recipient, amount)

( )

Transfer ( indexed from, indexed to,

Approval ( indexed owner, indexed spender,



https://eips.ethereum.org/
https://eips.ethereum.org/erc
https://eips.ethereum.org/EIPS/eip-20

In fact, if you can develop an ERC-20 token on your own, you can do most
Solidity programming. Beyond that, it just complicates your business logic.
Below is the code to implement an ERC-20 token. Copy it, compile it in Remix,
and try it out.

MyToken {
name;
symbol;
decimals
totalSupply;
maxSupply;

owner;

balances;

=> )) allowances;

Transfer ( indexed from, indexed to, value) ;

Approval ( indexed owner, indexed spender, value) ;

onlyOwner () {

( .sender == owner, "Not the contract owner");

constructor ( _maxSupply) {
name = name;
symbol = symbol;
maxSupply = maxSupply;

owner = .sender;

balanceOf ( account)

balances[account];

transfer ( to, amount) ( ) |
(balances|[ .sender] >= amount, "Insufficient balance"):;

_transfer( .sender, to, amount);




approve ( spender,

allowances| .sender] [spender]

amount;

Approval ( .sender, spender, amount);

’

allowance ( _owner,

allowances [ owner] [spender];

transferFrom ( from, to,

(balances[from] >= amount,

(allowances[from] [ .sender]

allowances[from] [ .sender]

_transfer (from, to, amount);

2

from,

(0),

_transfer (

to,

(to !'=

balances[from] amount;

balances[to] += amount;

Transfer (from, to, amount);

mint ( to, amount)

(totalSupply + amount <= maxSupply,

balances[to] += amount;

totalSupply += amount;

Transfer ( (0), amount) ;

burn ( from, amount)

(balances[from] >= amount,

balances[from] amount;

>= amount,

"Insufficient

amount)

amount)

"Insufficient balance"):;

amount)

"Invalid recipient");

onlyOwner {

"Exceeds max supply");

onlyOwner {

balance to burn");

"Allowance exceeded");



totalSupply -= amount;

Transfer (from, (0), amount) ;

5. Implementing ERC-20 tokens by inheriting the Openzeppelin
library

So far, we've discussed how to implement an ERC-20 token by hand, but it's
actually quite simple to do so by inheriting and creating an existing,
well-written library. OpenZeppelin is the most widely used open-source library
for Ethereum and smart contract development. It plays a key role in making it
easy to implement standard tokens, especially ERC-20 and ERC-721 (NFTs),
and avoid security vulnerabilities.

e OpenZeppelin Docs https://docs.openzeppelin.com/
e OpenZeppelin Github

https://github.com/OpenZeppelin/openzeppelin-contracts

This is an example of implementing a token by inheriting the OpenZeppelin
ERC20 contract. It takes only 5 lines of code to create a new token.

~0.8.20;
{ERC20} from "@oper C token/ERC20/ERC20.s01";

GLDToken ERC20 {

constructor ( initialSupply) ERC20("Gold", "

_mint ( .sender, initialSupply);

We've already seen that many contracts are implemented based on the
OpenZeppelin library and run reliably, so it's convenient and safe to develop
smart contracts based on it whenever possible.


https://docs.openzeppelin.com/
https://github.com/OpenZeppelin/openzeppelin-contracts

6. Implementing Stablecoins, an Application of ERC-20

ERC-20 is a standard for creating tokens. The ERC-20 token standard allows
you to create tokens with a variety of functions.
e Utility Tokens (e.g. $LINK)

e Governance Tokens (e.g. SUNI)
e Stablecoins (e.g. $USDT)

e Memecoins (e.g. SPEPE)

e Wrapped tokens (e.g. $WETH)

If you're developing a hot stablecoin, how do you implement it? It's simple. All
you need is the ability to mint and burn the underlying ERC-20 token. If
someone wants stablecoins, they send you fiat currency like USD, you mint
the same amount of stablecoins, and if they want their fiat back, you burn the
stablecoins and send their fiat back. But doesn't this sound strange? How can
you send fiat currency to a blockchain? It's impossible. You need a separate
service to receive, store, and return the fiat, which means that the existence of
the physical asset must be guaranteed off-chain. That's why stablecoins are
composed of two parts: an off-chain part that manages the fiat and an
on-chain part that circulates stablecoins on the blockchain, and the on-chain
part can be implemented as an ERC-20 token. Below is an example of a
contract implementing a stablecoin.

sol";

MyStablecoin ERC20, Ownable {
constructor ( name,
ERC20 (name, symbol)

Ownable ( .sender)

mint ( to, amount) onlyOwner {

(to !'= 0), "Cannot mint to zero address");

_mint (to, amount);



https://etherscan.io/token/0x514910771af9ca656af840dff83e8264ecf986ca#code
https://etherscan.io/token/0x1f9840a85d5af5bf1d1762f925bdaddc4201f984#code
https://etherscan.io/token/0xdac17f958d2ee523a2206206994597c13d831ec7#code
https://etherscan.io/token/0x6982508145454ce325ddbe47a25d4ec3d2311933#code
https://etherscan.io/address/0xC02aaA39b223FE8D0A0e5C4F27eAD9083C756Cc2#code

burn ( amount)

(from != , "Cannot burn from zero adc

_burn (from, amount);

USDT, the most circulating stablecoin in the real world, is also an ERC-20
token. The contract code is simple, and it's amazing that such a simple code is
now worth $157B. However, USDT is not only issued on Ethereum, but on
dozens of blockchains, so the implementation on each chain can be slightly
different.

7. Deploy and try out the ERC-20 token you implemented on
the Base Sepolia testnet

You can mint the token you implemented in section 5 on a real blockchain
instead of the Remix virtual environment. In this example, let's mint your
ERC-20 token on the Base Sepolia testnet. First, log in to Metamask, select
the Base Sepolia testnet from the network and choose the address you want
to deploy the contract to, this address will be the owner of the contract. Next,
in the Remix Deploy & Run tab, select Environment as ‘Injected Provider -
Metamask’ and you should be able to connect with Metamask and see your
address in Account. If you don't see your Metamask address here, it's not
connected to your wallet, and make sure the Chain ID is the one you want.
Now, in Deploy, you can set the input variables and press the transact button
to deploy.


https://etherscan.io/token/0xdac17f958d2ee523a2206206994597c13d831ec7#code
https://tether.to/en/supported-protocols/
https://tether.to/en/supported-protocols/
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Now that we're in a real blockchain environment, we need to pay for gas. If
Remix warns you about the gas fee, just run it anyway, and Metamask will set
it to the appropriate gas fee and send the transaction to the chain. After a final



confirmation from Metamask, you can see in the Remix console window that
the contract creation transaction has been sent to the chain. If you expand the
log as shown below, you can copy the contract address. If you look up this
address in Sepolia Basescan, you can see that the contract has been
successfully deployed.

view on Blockscout

° [block:32229732 txIndex:18] from: @x99%e...ca59c to: MyToken.(constructor) value: 0 wei
hash: 0x814...106f1

status Bx1 Transaction mined and execution succeed

transaction hash Bx9c3566d4a6787ef42ccd106826312dab6al848c2441114f9a0508af9b85bfdac @
block hash 0x8143e3b581c69b95f04443b26a31bdcee@93e26aabab2d664d33f5f27c6106Ff1 (O
block number 32229732 ©

contract address 0x487a3235b287cece@76bf3799e4e5832ab2e2090 (O

Now you have a real token, deployed on a real blockchain. Call the mint()
function to mint some tokens for you. The beauty of Remix is that you can call
any function in Remix without developing a separate frontend. Run a
Basescan to verify that the mint() function ran successfully and that your
tokens are now in your wallet. To do this, you'll first need to get Metamask to
recognize the tokens you created.
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https://sepolia.basescan.org/

Afterward, you check your wallet to see if the tokens have arrived. But is the
number of tokens less than you thought? This is where the concept of decimal
comes in. In Solidity, we don't have floating point (float, double), so all
numbers are stored and calculated in integer units (uint). So Solidity
introduced decimals to represent decimal units as integers. If decimals = 18, it
would represent the number of tokens as below.

e 1.0 tokens =1 *10"18 = 1000000000000000000 (integer)
e 0.5tokens =0.5*10*8 = 500000000000000000

So, when you send 1 token, you need to put 1000000000000000000 as the
input. This wouldn't be an issue when testing only within Remix (we actually
send and receive tokens in decimal units), but Metamask is calculating and
displaying decimals. Most tokens will specify 18 because Ethereum uses 18
for decimals. Of course, you can specify any other value. It's complicated to
calculate every time you type it, so a good way to reduce errors is to keep the
Unit Converter page open and copy and paste the value you want to enter
(Ether) with decimals (Wei).

e 10 Ether = 10000000000000000000 Wei

Once your tokens have been successfully distributed to the chain and you've
received them to your address, it's time to send them to someone else. You
can do this from your wallet or with the transfer function in Remix. Of course,
you'll need to tell them the contract address so that their wallet recognizes
your token.


https://eth-converter.com/
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interface IERC2

totalSupply ()

balanceOf (

transfer ( recipient, amount)

allowance (

amount)

transferFrom sender, recipient, amount)

)

indexed from, indexed to,

Approval ( indexed owner, indexed spender,
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MyToken {
name;
symbol;
decimals = 18;
totalSupply;
maxSupply;

owner;

balances;

=> ) ) allowances;

Transfer ( indexed from, indexed to, value) ;

Approval ( indexed owner, indexed spender, value) ;

onlyOwner () {

( .sender the contract owner");

constructor ( _maxSupply) {
name = name;
symbol = symbol;
maxSupply = maxSupply;

owner = .sender;

balanceOf ( account)

balances[account];

transfer ( to, amount) ( ) |

(balances| .sender] >= amount, "Insufficient balance");

_transfer( .sender, to, amount):;

approve ( spender, amount)
allowances| .sender] [spender] = amount;

Approval ( .sender, spender, amount);

’

allowance ( _owner, spender)

allowances [ owner] [spender];




transferFrom ( from, to, amount)

(balances[from] >= amount, "Insufficient balance");
(allowances[from] [ .sender] >= amount, "Allowance exceeded");

allowances[from] [ .sender] -

amount;

_transfer (from, to, amount);

’

_transfer ( from, to,

amount)
(to !'=

(0), "Invalid recipient");

balances[from]

-= amount;

balances[to] += amount;

Transfer (from, to, amount);

mint ( to, amount) onlyOwner {

(totalSupply + amount <= maxSupply, "Exceeds max supply"):;

balances[to] += amount;

totalSupply += amount;

Transfer ( (0), amount) ;

burn ( from, amount) onlyOwner {
(balances[from] >= amount, "Insufficient balance to burn");

balances[from] -= amount;

totalSupply -

amount;

Transfer (from,
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e OpenZeppelin Docs https://docs.openzeppelin.com/

e OpenZeppelin Github

https://github.com/OpenZeppelin/openzeppelin-contracts

OpenZeppelin ERC20 ZHEHEE ASR0LA E2 S Fadet A LICH 2

{ERC20} from "@openzeppelin/contracts/token

GLDToken ERC20 {

constructor ( initialSupply) ERC20 ("Gold", "GLD

_mint( .sender, initialSupply)

010] 2= HESEDJ} OpenZeppelin 2t0I1E2{2IE DIUFO &=
CHEMOZ Adt= S SoIASLICH [HetM S =012 0] 2t0I1EH2E
Jlgto gz AQIE HAEHEZE IYSt= 240] Eelot 8”&@ S ALICH

6. ERC-20°| =
ERC-202 E2 = HTYLICHL ERC-20 E2 222 L¥et J|IsS
ot= E28 s == /UsLICL

e Utility Tokens (e.g. $LINK)

e Governance Tokens (e.g. SUNI)

e Stablecoins (e.g. $USDT)

e Memecoins (e.g. SPEPE)

e Wrapped tokens (e.g. $WETH)


https://docs.openzeppelin.com/
https://github.com/OpenZeppelin/openzeppelin-contracts
https://etherscan.io/token/0x514910771af9ca656af840dff83e8264ecf986ca#code
https://etherscan.io/token/0x1f9840a85d5af5bf1d1762f925bdaddc4201f984#code
https://etherscan.io/token/0xdac17f958d2ee523a2206206994597c13d831ec7#code
https://etherscan.io/token/0x6982508145454ce325ddbe47a25d4ec3d2311933#code
https://etherscan.io/address/0xC02aaA39b223FE8D0A0e5C4F27eAD9083C756Cc2#code
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"@openzeppelin/contracts/token/ERC20/ERC20.s01"

1]

@openzeppelin/contracts/a

MyStablecoin ERC20, Ownable {
onstructor ( name, symbol)
ERC20 (name, symbol)

Ownable ( .sender)

mint ( to amount)
(to != ( Cannot mint to z

_mint (to, amount);

burn ( e} amount) onlyOwner {

(from != 0 "Cannot burn from zero address") ;

burn (from, amount):;

M MM Y RSEO B2 A& S22 USDTX ERC-20
EZLLILL AEHE DES EH L LICH. st DEDJHE MY
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https://tether.to/en/supported-protocols/
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DEPLOY & RUN
TRANSACTIONS

DEPLOY & RUN
TRANSACTIONS

NMEF
Remix VM (Prague) Injected Provider - MetaMask

Custom (84532) network
Injected Provider - MetaMask

0x99E...cA58¢c (0.0360754...
Remix VM (Prague)

Remix VM (Cancun)

Remix VM - Mainnet fork
3000000

WalletConnect

Custom - External Http Provider

Dev - Hardhat Provider

Dev - Foundry Provider

MyToken - contracts/MyToken.sol

Base Sepolia Testnet2 2 HAZ St B (Chain ID = 84532)



DEPLOY & RUN DEPLOY & RUN
TRANSACTIONS TRANSACTIONS

Remix VM (Prague) Injected Provider - MetaMask

Custom (8463) network
Injected Provider - MetaMask I

0x99E...cA59c (0.12300317...
Remix VM (Prague)
Remix VM (Cancun) b
® | Estimated Gas

Remix VM - Mainnet fork
3000000

WalletConnect
Custom - External Http Provider
Dev - Hardhat Provider

Dev - Foundry Provider MyToken - contracts/MyToken.sol

Base Mainnet2 £ HZ st 2= (Chain ID = 8453)
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view on Blockscout

° [block:32229732 txIndex:18] from: @x99%e...ca59c to: MyToken.(constructor) value: @ wei
hash: 0x814...106f1

status Bx1 Transaction mined and execution succeed

transaction hash 0x9c3566d4a6787ef42ccd106826312dab6al840c2441114f9a0508af9bs85bfdac (O

block hash 0x8143e3b58fc69b95f04443b26a31bdcee@93e26aabab2d664d33f5f27c6106Ff1 (O

block number 32229732 @

contract address 0x487a3235b287cece@76bf3799e4e5832ab2e2090 (O

X OIF SHAlS AR S2HOI0 HES XK E22 JFKH = ASLICH mint()
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https://sepolia.basescan.org/
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https://eth-converter.com/
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